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CO3, a converter for proving confluence of conditional TRSs,! tries to prove confluence of
conditional term rewriting systems (CTRSs, for short) by using a transformational approach
(cf. [4]). The tool first transforms a given weakly-left-linear (WLL, for short) 3-DCTRS into
an unconditional term rewriting system (TRS, for short) by using Ugens [2], a variant of the
unraveling U [6], and then verifies confluence of the transformed TRS by using the following
theorem: a 3-DCTRS R is confluent if R is WLL and Uons(R) is confluent [1, 2]. The tool
is very efficient because of very simple and lightweight functions to verify properties such as
confluence and termination of TRSs. Since version 2.0, a narrowing-tree-based approach [5, 3] to
prove infeasibility of a condition w.r.t. a specified CTRS has been implemented. The approach
is applicable to syntactically deterministic CTRSs that are operationally terminating and ultra-
right-linear w.r.t. the optimized unraveling. In the present version, bugs in version 2.0 has been
fixed and the computation of SCCs for termination has slightly been improved.

To prove confluence by means of narrowing trees, the tool first computes the (conditional)
critical pairs, and then proves their joinability as follows: a critical pair (s,t) < c is joinable if
(1) ¢ is the empty list and s = ¢, or (2) the narrowing tree for ¢ can be simplified to a tree that
defines the empty set of substitutions. For example, let us consider 489.trs in Cops which is
an operationally terminating normal 1-CTRS, and has a conditional critical pair (true, false) <
o(xz) —» true,e(x) — true. As a narrowing tree for condition o(x) —» true,e(z) — true w.r.t.
489.trs, we construct the following production rules for a regular tree grammar [5]:

Fe(m)—»true&o(w)—»true - REC(Fe(w’)—»truev {1‘ = JC/}) & REC(Fo(w”)—»truev {ZZ? = 93”})

Le(zr)-strue — id &{z’ + 0} | (REC(FO(I//)ﬁ,tme, {z1 = 2"} & id) &{z' — s(x1)}
‘ (REC(Fe(x’)—»true7 {x2 = xl}) & @) &{1’/ = S(l’g)}
Lo(arr)—true = D &{z" +— 0} | (REC(I’e(x/)H}tme, {zs—=2'}) & id) &{z" — s(x3)}
| (REC(Do(z/)—trues {74 = 2"'}) & D) &{a” > s(z4)}
These rules can be simplified t0 'e(z)—strue & o(x)—»true — F, and the critical pair is infeasible.

To prove infeasibility of a condition ¢, the tool first prove confluence, and then linearizes ¢
if failed to prove confluence; then, the tool computes and simplifies a narrowing tree for ¢, and
examines the emptiness of the narrowing tree.
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